**Búsqueda completa, lineal y binaria**

**Búsquedas**

Muchas veces en nuestra vida hemos tenido que buscar algo, una foto en nuestra galería del teléfono, una palabra en el diccionario, una carta dentro de un mazo, etc. Y probablemente, con la experiencia, hemos aprendido algunas intuiciones sobre como buscar cosas, en este libro trabajaremos un poco más en desarrollar esta intuición e ideas.

Igual que en la vida diaria buscamos muchas cosas, en la resolución de problemas nos la pasamos buscando cosas, ya sea: la respuesta, un valor en un arreglo, la raíz cuadrada de un número, etc.

Es decir, en estos problemas tendremos una lista de objetos y trataremos de encontrar de la lista uno que cumpla alguna propiedad especifica. Es decir, queremos encontrar una respuesta dentro de una lista de candidatos.

Entonces, búsqueda es simplemente encontrar una respuesta dentro de una lista de candidatos

**Búsqueda Lineal**

La búsqueda lineal es la más sencilla de las búsquedas que hay. ¿Qué es lo que harías si te pido que de una pila de exámenes encuentres el tuyo? Lo que probablemente hagas es una revisar uno por uno, checar de arriba hacia abajo hasta que encuentres el examen con tu nombre en él.

Básicamente, esta idea es la búsqueda lineal, ir revisando de uno por uno toda una lista de candidatos hasta encontrar al que estas buscando o hasta que hayas revisado todos los candidatos.

Entonces, los códigos de búsqueda lineal casi siempre tendrán la siguiente estructura:

Itera por cada candidato {

Si el candidato es lo que buscamos {

Respuesta = candidato;

Detener ciclo /\* esto es opcional, depende si hay varios valores que queramos encontrar. \*/

}

}

Veamos cómo usar esta técnica para resolver un problema.

**Ejemplo 1.1**

**Descripción**Supongamos que queremos tenemos un arreglo A de enteros distintos y este tiene N elementos en él. Nosotros querremos hacer un código que imprima la posición del arreglo que valga K. O si esta posición no existe, que imprima -1.

**Interpretación**Primero, entendamos que lo que el problema pide es buscar el índice del valor K dentro del arreglo A.

**Solución**  
Lo que haremos es revisar todas las posiciones del arreglo hasta encontrar aquella que valga K, si no la encontramos imprimimos -1.

**Código**

int respuesta = -1;

for (int i =0; i < N; i++) {

if (A[i]==K) {

respuesta = i;

break;

}

}

cout << respuesta;

**Complejidad**

Una pregunta que te has de hacer es: ¿cuál es la complejidad de esta técnica? Y la respuesta es sencilla, en el peor de los casos tenemos que revisar a todos los candidatos. Digamos que la cantidad de candidatos es iguala a , entonces la complejidad es .

**Ejemplo 1.2**

Veamos otro problema para aprender búsqueda lineal.

**Descripción**

Carlos quiere armar una fiesta, y como le gusta ser un buen host compro regalos para sus invitados.

Ahora, Carlos quiere darle la misma cantidad de regalos a cada uno de sus invitados sin que sobre ningún regalo no repartido. Como Carlos le gusta contar, ahora se pregunta: ¿Cuántas cantidades diferentes de invitados puede tener?

**Entrada**Un entero , indicando cuantos regalos compró Carlos.

**Salida**La cantidad de posibles números de invitados para la fiesta.

**Límites**

Antes de ver la solución, inténtalo resolver tu mismo.

**Solución**  
Es fácil ver que el problema en realidad pregunta: ¿Cuántos divisores positivos tiene ?

(Nota: un divisor de es un número que divide a sin decimales).

Encontremos todos los divisores de . Estos se encontrarán entre y , por lo que podemos iterar por todo este rango revisando si es divisor de .

**Código**

respuesta = 0;

for (int i =1; i <= N; i++) {

if (N%i==0) {

respuesta++;

}

}

cout << respuesta

**Problemas de practica**

Problema 1.1: Dado una lista de enteros, cuenta cuantas veces aparece el valor .   
Ejemplo:

Problema 1.2: Dado una lista de enteros, imprime todos los múltiplos de 5 de la lista en el mismo orden que aparecen en la lista.   
.

Problema 1.3: Cuenta cuantos divisores positivos tiene , pero con límites:   
.

Problema 1.4: Encuentra el entero más grande que sea menor igual que y que la suma de sus dígitos sea menor o igual que .

Problema 1.5: Fernando construye escaleras de ladrillos de la siguiente forma:

![Escalera de altura 3 que usa 6 ladrillos
Escalera de altura 5 que usa 15 ladrillos](data:image/png;base64,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)

El otro día, Fernando obtuvo ladrillos, ahora se pregunta ¿Qué tan alto que puede construir una escalera? Dado , responde su pregunta.

Ejemplo

|  |  |
| --- | --- |
| K | Respuesta |
| 8 | 3 |
| 12 | 4 |
| 20 | 5 |

**Búsqueda lineal con función de validación**

Hasta ahorita hemos visto problemas donde revisar si un candidato era la respuesta o no bastaba con un simple condicional simple, pero este no siempre es el caso.

Varías veces, para revisar si un valor es solución a nuestro problema, vamos a tener que necesitar un poco más de código e ideas. Veamos un problema de este estilo.

**Ejemplo 1.3**

Karel tiene listones de distintas longitudes. Karel quiere hacer pulseras con estos listones, por lo que tomará cada uno de los listones y los cortará en segmentos del mismo tamaño entero sin que sobre nada de listón. ¿Cuántos diferentes tamaños de segmento se pueden elegir?

**Entrada**Un entero , indicando la cantidad de listones

En la siguiente línea, enteros indicando las longitudes de los listones. Llamemos a la longitud del listón .

**Salida**  
La cantidad de opciones para el tamaño de los segmentos.

**Limites**

**Solución**Encontremos con búsqueda lineal todos los tamaños de segmento que cumplen y contémoslo.

Primero veamos que los tamaños de listón deben estar entre y . Más concreto, entre y . Esto es porque el tamaño del segmento debe ser entero, debe ser por lo menos 1 (ya que un segmento de tamaño 0 o menor no tiene sentido para este problema) y no puede ser más largo que el listón más corto.

Entonces ya hemos visto como se ve una búsqueda lineal y en este caso sería:

cin >> N;

for (int i=0; i< N; i++) {

cin >> A[i];

}

int minA=A[0];

for (int i=1; i < N; i++) {

minA=min(minA, A[i]); /\* encuentra el listón más  
 pequeño. \*/

}

respuesta = 0;

for (int s =1; s <= minA; s++) {

if (es s es un tamaño de segmento válido) {

respuesta++;

}

}

cout << respuesta

Pero el reto ahora es el chequeo de “es s es un segmento de tamaño valido”.

Para esto necesitamos un poco más de trabajo. Veamos un solo listón. Si queremos cortarlo en segmentos de tamaño sin que sobre, ¿qué tiene que cumplir con relación al listón? Así es, que es, que divida a la longitud del listón. Y podemos ver que tiene que cumplir esto para todos los listones

Entonces, para ver que sea una opción válida, hay que ver que divida a todos los enteros en la lista de listones.

Para lograr esto, creemos una función booleana que se encargue de validar s.

bool validar (int s) {

bool respuesta = true;

for (int i=0; i< N; i++) {

if (A[i]%s!=0)

respuesta = false;

}

return respuesta;

}

Entonces con esta función obtenemos que el código de la búsqueda lineal ahora es:

respuesta = 0;

for (int s =1; s <= minA; s++) {

if (validar(s)) {

respuesta++;

}

}

cout << respuesta

Y con esto logramos completar el problema

**Complejidad**

La búsqueda lineal la hacemos sobre el valor de A, pero, además, por cada iteración de la búsqueda lineal, hacemos un ciclo que revisa la condición para que s sea contada.

Entonces, la complejidad nos queda como: .

Como y . Nos queda que , lo cual corre en menos de un segundo.

**Conclusión**

Habrá veces que en la búsqueda tengamos que hacer código para validar cada contacto que encontremos, y la complejidad de la validación se meterá como un factor a la complejidad de la búsqueda.

**Problemas de practica**

Problema 1.6: Karel ha comprado una bicicleta eléctrica con la que planea completar un recorrido. El recorrido se puede ver como colinas en línea recta, cada una de altura . Karel comienza de la colina de la izquierda y quiere terminar en la ultima colina de hasta la derecha.

Cuando Karel sube un metro gasta 1 unidad de energía, mientras que bajar un metro recupera 1 unidad de altura. Si Karel en algún momento necesita subir, pero su batería tiene 0 de energía, Karel se quedará atorado y no terminará el recorrido.

Por suerte al inicio hay inicio hay una estación de recarga donde Karel puede recargar su bicicleta. Como nota, la batería tiene capacidad y jamás podrá almacena más energía que .

Actualmente Karel tiene 0 de energía, Determina la menor cantidad de energía necesaria para recargar al inicio para completar el recorrido. O determina si es imposible completar el recorrido con la bicicleta de Karel.

Ejemplo:

Limites:

Fuente: OMIS online 2022

Problema 1.7: Un número capicúa es aquel que no cambia cuando se escribe al revés, por ejemplo 34143 y 1221 son capicúa, pero 145 no lo es porque . Tampoco 30 es capicúa.

Determina cuantos números son capicúas entre y

Ejemplo:

Problema 1.8: Dado y , encuentra cuantos números primos hay entre y , incluyendo y .

Un número es primo si tiene exactamente dos divisores enteros, el 1 y el mismo.

Ejemplo:  
Los primos contados para el ejemplo son 2,3,5 y 7

**Búsqueda completa**

La búsqueda completa es una técnica donde revisamos todos los posibles candidatos donde podría estar el o los valores que buscamos.

Esta búsqueda completa tiende a ser lenta, muchas veces incluso tiene complejidad exponencial y por esto, tiende a no ser una solución para los 100 puntos. Sin embargo, es muy útil conocerla ya que la fuerza bruta tiende a ser una subtarea y una forma de obtener puntos en un problema donde no se nos ocurra ideas mejores, también hay varios problemas que consisten en empezar de la fuerza bruta e ir mejorando la solución hasta que sea suficientemente buena.

También llega a ser útil para encontrar errores en una solución que tengamos, ya que podemos comparar resultados.

Probablemente esto te suene a búsqueda lineal, y esto es resultado de que búsqueda lineal es un tipo de búsqueda completa en la que revisamos secuencialmente un rango donde se puede encontrar la respuesta. Pero búsqueda completa incluye más tipos de iteraciones que solo revisar los valores de un ciclo for.

Comencemos viendo problemas en los que tengamos que buscar pares de elementos.

**Pares de elementos**

En muchos problemas nos pedirán que encontremos o contemos la cantidad de pares que cumplan alguna condición, o nosotros convertiremos a un problema de este estilo para solucionarlo. Para este tipo de problemas será útil conocer como hacer una búsqueda completa que revise todos los posibles pares de puntos.

Para ver esto en acción veamos un problema.

**Ejemplo 2.1**

Fernando necesita tornillos de la ferretería. Sin embargo, la vida no siempre es fácil y la ferretería no vende exactamente tornillos.

Sin embargo, la ferretería vende cajas de tornillos, cada una con tornillos dentro.

Como Fernando tiene una obsesión con no desperdiciar, Fernando solo comprara las cajas de forma de que traigan juntas exactamente tornillos. Además, odia las bolsas de un solo uso que dan en la ferretería por lo que solo comprará dos cajas, una por cada mano.

Entonces, dado el tamaño de las cajas, determina si Fernando puede traer consigo exactamente tornillos.

**Entrada**

Dos enteros, N y K, representando cuantas cajas hay y cuantos tornillos se requieren.

En la siguiente línea vendrán N enteros separados por espacios, indicando la cantidad de tornillos de cada caja

**Salida**

Deberás imprimir “SI” si Fernando puede obtener K tornillos con sus reglas, o “NO” si es imposible.

**Ejemplo**

|  |  |
| --- | --- |
| Entrada | Salida |
| 5 6  3 1 8 5 | SI |
| 5 10  3 1 8 5 | NO |

**Límites**

**Solución**

Lo que nos pregunta el problema es: ¿Existe un par de cajas tal qué sumen ?

Para determinar si existe dicha pareja, lo que haremos será buscar entre todas las parejas de cajas aquella que sume . Es decir, buscaremos completamente todas las parejas posibles.

Para iterar por todas las parejas lo que haremos es primero definir una pareja como dos índices , tal que . Como queremos iterar por todos los posibles pares, primero iteraremos por todos los posibles valores de . Y para cada , iteraremos por todas las con las que puede emparejar. El código se ve como:

for (int i =0; i < N; i++) {

for (int j=i+1; j< N; j++) {

cout << i<<” “<<j<< ”\n”;/\* imprimimos   
 cada par \*/

}

}

Y ahora que sabemos iterar por todos los pares, lo utilizamos para revisar si existe un par que sume .

for (int i =0; i < N; i++) {

for (int j=i+1; j< N; j++) {

if (Caja[i]+Caja[j] == K) {

cout << “SI”;

exit(0); /\* Termina el programa,   
 encontramos la respuesta” \*/

}

}

}

cout << “NO”;

Entonces, son estos dos ciclos for los que nos permiten iterar por toda pareja de elementos de un arreglo. Esta es una herramienta bastante útil para resolver muchos problemas y subtareas.

**Complejidad**

Bien, ahora hablemos de la complejidad de esta técnica de búsqueda completa. En concreto, para esta técnica la complejidad es .

La complejidad de esto es porque la cantidad de parejas con N elementos crece en .

Pero incluso si no conocemos como crecen las parejas, podemos ver que este ciclo para i =0, itera por valores de j; para , iteramos por valores de ; para , iteramos por valores de j. y así. De forma que hacemos iteraciones de . Entonces hacemos iteraciones.

Usando la formula se suma de gauss obtenemos que:

Entonces, la complejidad queda como

Entonces, iterar por todos los pares de un arreglo es una técnica de complejidad cuadrada, perfecta para limites hasta .

**Problemas de practica**

Problema 2.1: Definición: Inversión es la cantidad de parejas en un arreglo tal que y también .

Dado un arreglo de enteros, imprime cuantas inversiones tiene.

Ejemplo:

Problema 2.2: AQUÍ FALTA UN PROBLEMA 2.2

Problema 2.3: Fernando regreso otro día a la tienda de tornillos, y esta vez quiere darle una puntuación en una página de guías locales. Fernando juzga la calidad de la tienda en función de cuantas cantidades diferentes de tornillos puede comprar.

Recordemos que la tienda vende cajas de tornillos, cada una con tornillos dentro. Fernando solo puede tomar una o dos cajas en una compra porque tiene dos manos.

Dado las cajas de tornillos, determina la calidad de la tienda.

Problema 2.4: La revista “algofashion” dijo esta semana que los números a la moda son aquellos que pueden ser representados como la suma de dos números pertenecientes a la secuencia de Fibonacci.

Recordemos que la secuencia de Fibonacci empieza con dos 1. Y luego cada número será resultado de la suma de los dos anteriores.  
De forma que los primeros números de la secuencia son:

Karel acaba de leer la revista y ahora quiere responder preguntas, cada pregunta será del tipo: ¿El número está de moda?

Como amigo, debes hacer un código que responda las dudas de Karel.

Entrada:  
En la primera línea vendrá el valor de

En las siguientes líneas vendrán las preguntas de Karel, una por cada línea. Cada pregunta consiste en un solo entero

Salida:  
Imprime líneas, cada una siendo la respuesta a una pregunta de Karel. La línea debe ser “SI” si está a la moda y debe ser “NO” si no está a la moda.

Ejemplo:

|  |  |
| --- | --- |
| Entrada | Salida |
| 3  5  6  10 | SI NO SI |

**Subconjuntos**

Antes de aprender a buscar subconjuntos, comencemos definiendo que son. Una vez sepamos que son, veremos como resolver problemas con ellos.

**Definición de conjuntos y subconjuntos.**

**Iterar por subconjuntos**

Ahora que ya sabemos de subconjuntos, aprendamos a revisarlos todos en una búsqueda completa.

Hay dos formas principales de iterar por un subconjunto, una recursiva y otra iterativa.

**Problemas de practica**